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|  |  |
| --- | --- |
| Team name | 6droids |
| 14208971 | Tharkana D Kodagoda |
| 14208893 | Sahitha Nelanga H De Silva |
| 14208910 | H W Srimal Priyanga Fonseka |
| 14209059 | Dilina Namal Weerasinghe |
| 14209074 | P W Poorni Yasodara |
| 14209759 | Kavindu Yudeesha Lakshan Narathota |

|  |  |
| --- | --- |
| start.png | end.png |
| Start state | End state |



|  |  |
| --- | --- |
| **Searching Algorithm** | **Breadth-First Search** |
| *Heuristic Function* | *Not Applicable* |

* 1. Depth = 10
  2. Explored Number of States = 421
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)

|  |  |
| --- | --- |
| **Searching Algorithm** | **Depth-First Search** |
| *Heuristic Function* | *Not Applicable* |

* 1. Depth = 1000 > Can’t identify exactly, Browser crashes before reaching the goal state
  2. Explored Number of States = 1000 > Can’t identify exactly, Browser crashes before reaching the goal state
  3. Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > ……..

|  |  |
| --- | --- |
| **Searching Algorithm** | **Iterative Deepening Search** |
| *Heuristic Function* | *Not Applicable* |

* 1. Depth = 10
  2. Explored Number of States = 454
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)

|  |  |
| --- | --- |
| **Searching Algorithm** | **A\* Search** |
|  |  |
| *Heuristic Function* | *Euclidean Distance* |

* 1. Depth = 10
  2. Explored Number of States = 19
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)

|  |  |
| --- | --- |
| *Heuristic Function* | *Manhattan Distance (City-Block distance)* |

* 1. Depth = 10
  2. Explored Number of States = 11
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10

|  |  |
| --- | --- |
| *Heuristic Function* | *Tiles Out-of-place* |

* 1. Depth = 10
  2. Explored Number of States = 11
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10

|  |  |
| --- | --- |
| **Searching Algorithm** | **Greedy Search** |
|  |  |
| *Heuristic Function* | *Euclidean Distance* |

* 1. Depth = 10
  2. Explored Number of States = 11
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)

|  |  |
| --- | --- |
| *Heuristic Function* | *Manhattan Distance (City-Block distance)* |

* 1. Depth = 10
  2. Explored Number of States = 11
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)

|  |  |
| --- | --- |
| *Heuristic Function* | Tiles Out-of-place |

* 1. Depth = 10
  2. Explored Number of States = 12
  3. Path = [ dx = in depth x ]

8(d1) > 7(d2) > 4(d3) > 5(d4) > 6(d5) > 3(d6) > 2(d7) > 1(d8) > 5(d9) > 6(d10)



**Same Final Solution = Yes.**

Optimal solution found on Greedy Search Algorithm. When using Greedy search, both

Euclidean Distance & Manhattan Distance (City-Block distance) Heuristic Functions reached the goal state with 11 explored states & only Tiles Out-of-place Heuristic Function took 12 explored states. Although it’s better than every other Uninformed and Informed Search Algorithms. Also A\* search with Manhattan distance heuristic function found optimal solution

On Depth-First Search path of cost 12

![cost-of-12-new.png](data:image/png;base64,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)

Therefore Propose End State is

![cost-of-12-new-goal.png](data:image/png;base64,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)

Other algorithms perform on this end state as below:

|  |  |
| --- | --- |
| **Searching Algorithm** | **Breadth-First Search** |
| *Heuristic Function* | *Not Applicable* |

Depth = 12 > more than 12

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11) > 3(d12) > …..

To reach this end state, this algorithm takes more time than the Depth-First search algorithm.

|  |  |
| --- | --- |
| **Searching Algorithm** | **Iterative Deepening Search** |
| *Heuristic Function* | *Not Applicable* |

Depth = 12

Maximum Depth = 12

Explored Number of States = 12

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11)

|  |  |
| --- | --- |
| **Searching Algorithm** | **A\* Search** |
|  |  |
| *Heuristic Function* | *Euclidean Distance* |

Depth = 12

Explored Number of States = 46

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > (d10) > (d11)

|  |  |
| --- | --- |
| *Heuristic Function* | *Manhattan Distance (City-Block distance)* |

Depth = 12

Explored Number of States = 17

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11)

|  |  |
| --- | --- |
| *Heuristic Function* | *Tiles Out-of-place* |

Depth = 12

Explored Number of States = 63

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11)

|  |  |
| --- | --- |
| **Searching Algorithm** | **Greedy Search** |
|  |  |
| *Heuristic Function* | *Euclidean Distance* |

Depth = 12

Explored Number of States = 20

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11)

|  |  |
| --- | --- |
| *Heuristic Function* | *Manhattan Distance (City-Block distance)* |

Depth = 23

Explored Number of States = 48

Path = [ dx = in depth x ]

6(d1) > 5(d2) > 8(d3) > 6(d4) > 5(d5) > 3(d6) > …. > 5(d21) > 2(d22) > 3(d23)

|  |  |
| --- | --- |
| *Heuristic Function* | Tiles Out-of-place |

Depth = 12

Explored Number of States = 228

Path = [ dx = in depth x ]

6(d1) > 3(d2) > 2(d3) > 5(d4) > 8(d5) > 6(d6) > 3(d7) > 2(d8) > 5(d9) > 8(d10) > 6(d11)

When we select Manhattan distance & Euclidean distance instead of Tiles Out of Place algorithm selected node is same as tiles out of place algorithm. in this both Explored Number of States become 4

1. 1. Selected function : calculateEuclideanDistance()

@Description :   
This is the method of Heuristic Function Euclidean distance. This function take two parameters and compare it to find the matching tiles in the puzzle between Start state and End state. then finally returns the distance between the tiles positions.

@Params :   
a: tile values in puzzle initial state   
b: tile values in puzzle goal state

@Return :   
Distance between the tiles positions

* 1. Five difference Start & End States



|  |  |
| --- | --- |
| Start | End |
| start1.png | end1.png |

|  |  |
| --- | --- |
| Start | End |
| start2.png | end2.png |

|  |  |
| --- | --- |
| Start | End |
| start3.png | end3.png |

|  |  |
| --- | --- |
| Start | End |
| start4.png | end4.png |

|  |  |
| --- | --- |
| Start | End |
| start5.png | end5.png |

* 1. Answers on running standard Greedy Best search and A\* algorithms, using the correct Euclidean distance.

1. Running on first pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 16 > More than 16

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 3(d15) > ….

**Searching Algorithm: Greedy Best search***Heuristic Function: Euclidean Distance*

Path length for pair = 35 > More than 35  
Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 5(d15) > ….

1. Running on second pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 15 > More than 15

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 1(d15) > ….

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 37

Explored Number of States = 400

Path = [ dx = in depth x ]

5(d1) > 8(d2) > 6(d3) > …. > 5(d37)

1. Running on third pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 17 > More than 17

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 7(d15) > ….

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 40 > More than 40

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 2(d40) > ….

1. Running on fourth pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 16

Explored Number of States = 450

Path = [ dx = in depth x ]

1(d1) > 2(d2) > 6(d3) > …. > 6(d13) > 4(d14) > 5(d15) > 8(d16)

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 28

Explored Number of States = 109

Path = [ dx = in depth x ]

1(d1) > 2(d2) > 5(d3) > …. > 6(d25) > 4(d26) > 5(d27) > 8(d28)

1. Running on fifth pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 19

Explored Number of States = 857

Path = [ dx = in depth x ]

4(d1) > 1(d2) > 3(d3) > …. > 2(d16) > 7(d17) > 6(d18) > 2(d19)

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 66 > More than 66

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

4(d1) > …. > 7(d66) > ….

* 1. Answers on running standard Greedy Best search and A\* algorithms, using the modified distance algorithm.

1. Running on first pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 18 > More than 18

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 7(d18) > ….

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 40 > More than 40

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 8(d40) > ….

1. Running on second pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 19 > More than 19

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 6(d19) > ….

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 42

Explored Number of States = 541

Path = [ dx = in depth x ]

5(d1) > 8(d2) > 6(d3) > …. > 4(d541)

1. Running on third pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 21 > More than 21

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 8(d21) > ….

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 480 > More than 48

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

5(d1) > …. > 6(d48) > ….

1. Running on fourth pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 24

Explored Number of States = 620

Path = [ dx = in depth x ]

1(d1) > 2(d2) > 6(d3) > …. > 7(d20) > 4(d21) > 3(d22) > 8(d23)

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 34

Explored Number of States = 163

Path = [ dx = in depth x ]

1(d1) > 2(d2) > 6(d3) > …. > 6(d159) > 4(d160) > 3(d161) > 8(d162)

1. Running on fifth pair

**Searching Algorithm: A\* Search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 27

Explored Number of States = 1027

Path = [ dx = in depth x ]

4(d1) > 1(d2) > 3(d3) > …. > 2(d1024) > 7(d1025) > 6(d1026) > 2(d1027)

**Searching Algorithm: Greedy Best search**

*Heuristic Function: Euclidean Distance*

Path length for pair = 72 > More than 72

Explored Number of States = 1000 > More than 1000 Can’t identify exactly, browser crashes before reaching the goal state

Path = [ dx = in depth x ]

4(d1) > …. > 3(d72) > ….

* 1. A consistent (or monotone) heuristic function is a function that estimates the distance of a given state to a goal state, and that is always at most equal to the estimated distance from any neighboring vertex plus the step cost of reaching that neighbor.

A heuristic function is said to be admissible if it never overestimates the cost of reaching the goal

When we going through the above results and compare original function and modified function, we can decide our function is admissible and consistent.